Functional Document for

Keen API

**API Keys**

Each of your projects will have its own set of API keys, which you can retrieve from the overview page of your project.

1. Goto <https://keen.io/project/PROJECT_ID>
2. Click the “Show API Keys” button
3. Select and copy the required API key

**Events**

Events are the individual data points collected by the Keen API. These events are stored in collections, which you can access through the Events resource. This flexible resource allows you to operate on multiple event collections for a given project with a single request. The specific actions for GET and POST requests are described in detail below.

**Resource**

<https://api.keen.io/3.0/projects/PROJECT_ID/events>

**Inspect all collections**

Return schema information for all the event collections in a given project, along with properties (and their types), and links to sub-resources

**SUPPORTED HTTP METHODS**

|  |  |  |
| --- | --- | --- |
| METHOD | AUTHENTICATION | DESCRIPTION |
| GET | [Read key](https://keen.io/docs/api/#read-key) | Return schema information for all the event collections in a given project, along with properties (and their types), and links to sub-resources. |

**OPTIONAL REQUEST PARAMETERS**

|  |  |
| --- | --- |
| PARAMETER | DESCRIPTION |
| api\_key | Optional alternative to an [Authorization header](https://keen.io/docs/api/#http-header) |

**REQUEST**

**curl** [**https://api.keen.io/3.0/projects/PROJECT\_ID/events?api\_key=READ\_KEY**](https://api.keen.io/3.0/projects/PROJECT_ID/events?api_key=READ_KEY)

**Event Collections:-**

The Event Collection resource provides a flexible interface for operating on a single event collection. This resource has different actions for GET, POST and DELETE requests, all of which are described in detail below.

**CREATING NEW EVENT COLLECTIONS**

An event collection is created the first time an event is recorded.

**RESOURCE**

<https://api.keen.io/3.0/projects/PROJECT_ID/events/COLLECTION_NAME>

**Inspect a single collection**

A GET request authenticated with a [Read key](https://keen.io/docs/api/?shell#read-key) returns schema information for a single event collection, along with properties (and their types), and links to sub-resources

**SUPPORTED HTTP METHODS**

|  |  |  |
| --- | --- | --- |
| METHOD | [AUTHENTICATION](https://keen.io/docs/api/?shell#authentication) | DESCRIPTION |
| GET | [Read key](https://keen.io/docs/api/?shell#read-key) | Return schema information for a single event collection, along with properties (and their types), and links to sub-resources |

**OPTIONAL REQUEST PARAMETERS**

|  |  |
| --- | --- |
| PARAMETER | DESCRIPTION |
| api\_key | Optional alternative to an [Authorization header](https://keen.io/docs/api/?shell#http-header) |

curl <https://api.keen.io/3.0/projects/PROJECT_ID/events/COLLECTION_NAME?api_key=READ_KEY>

**Extractions**

Creates an extraction request for full-form event data with all property values.We strongly believe you should always have full access to all of your data, and we aim to make that as simple and painless as possible.

**HTTP METHODS**

|  |  |  |
| --- | --- | --- |
| METHOD | [AUTHENTICATION](https://keen.io/docs/api/?shell#authentication) | DESCRIPTION |
| GET | [Read key](https://keen.io/docs/api/?shell#read-key) | Creates an extraction request for full-form event data with all property values. JSON objects passed as query string parameters need to be URL encoded. |
| HEAD | [Read key](https://keen.io/docs/api/?shell#read-key) | Returns the response header |
| POST | [Read key](https://keen.io/docs/api/?shell#read-key) | Creates an extraction request for full-form event data with all property values. Each parameter and value should be placed in a JSON object within the POST body |

**REQUIRED PARAMETERS**

|  |  |
| --- | --- |
| PARAMETER | DESCRIPTION |
| event\_collection | Specifies the name of the event collection to analyze. |
| timeframe | Refines the scope of events to be included in the analysis based on when the event occurred. |

OPTIONAL PARAMETERS

|  |  |
| --- | --- |
| PARAMETER | DESCRIPTION |
| api\_key | Alternative authentication method to providing an[Authorization header](https://keen.io/docs/api/?shell#http-header). |
| filters | Refines the scope of events to be included in the analysis based on event property values |
| timezone | Assigns a timezone offset to relative timeframes. |
| email | If an email address is specified, an email will be sent to it when your extraction is ready for download. If email is not specified, your extraction will be processed synchronously and your data will be returned as JSON. |
| latest | An integer containing the number of most recent events to extract. |
| property\_names | A URL-encoded array of strings containing properties you wish to extract. If this parameter is omitted, all properties will be returned |

**REQUEST**:**GET**

**$curl** <https://api.keen.io/3.0/projects/PROJECT_ID/queries/extraction?api_key=READ_KEY&event_collection=COLLECTION_NAME&timeframe=this_7_days>

# POST

# POST

$ curl https://api.keen.io/3.0/projects/PROJECT\_ID/queries/extraction \

-H "Authorization: READ\_KEY" \

-H 'Content-Type: application/json' \

-d "{

\"event\_collection\": \"COLLECTION\_NAME\",

\"timeframe\": \"this\_7\_days\"

}"

**Timeframe**

The timeframe parameter specifies a period of time over which to run an analysis. This refines the scope of events that are included in the analysis, based on when each event occurred. When omitted, analyses will default to all-time

There are two types of timeframes:

Absolute timeframes: a fixed timeframe with an explicit start and end

Relative timeframes: a rolling timeframe that is relative to “now”

**ABSOLUTE TIMEFRAMES**

Absolute timeframes are passed in with a URL-encoded JSON object containing “start” and “end” properties with ISO-8601 formatted date strings.

A query will be inclusive of events starting at the exact same time as the start time and exclusive of events starting with the exact same time as the end time. In other words, to run a query on an exact 24 hour window, you can use a timeframe that starts at midnight one day and ends at midnight the next day.

REQUEST

$ curl https://api.keen.io/3.0/projects/PROJECT\_ID/queries/count \

-H "Authorization: READ\_KEY" \

-H 'Content-Type: application/json' \

-d "{

\"event\_collection\": \"COLLECTION\_NAME\",

\"timeframe\": {

\"start\": \"2012-08-13T19:00:00.000Z\",

\"end\": \"2013-09-20T19:00:00.000Z\"

}

}"

RELATIVE TIMEFRAMES

Relative timeframes are passed in with a patterned string sequence:

{rel}\_{n}\_{units}

|  |  |
| --- | --- |
| PATTERN | DESCRIPTION |
| {rel} | “this” or “previous” – Use “this” when you want to include events happening right up until now. Use “previous” when you only want to get results for complete chunks of time (e.g. the full hour, day, or week). |
| {n} | Any whole number greater than 0 (zero) |
| {units} | “minutes”, “hours”, “days”, “weeks”, “months”, or “years”. |

This chart illustrates the difference between “this” and “previous”:

![Relative timeframe illustration](data:image/png;base64,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)

Notice that this\_2\_days will include all of the current day and all of the previous day, whereas previous\_2\_days includes the previous two fully completed days and none of the current day.

Below are the supported relative timeframes for “this”:

|  |  |
| --- | --- |
| TIMEFRAME | DESCRIPTION |
| this\_minute | Creates a timeframe starting from the beginning of the current minute until now. |
| this\_hour | Creates a timeframe starting from the beginning of the current hour until now. |
| this\_day | Creates a timeframe starting from the beginning of the current day until now. |
| this\_week | Creates a timeframe starting from the beginning of the current week until now. |
| this\_month | Creates a timeframe starting from the beginning of the current month until now. |
| this\_year | Creates a timeframe starting from the beginning of the current year until now. |
| this\_n\_minutes | All of the current minute and the previous completed n-1 minutes. |
| this\_n\_hours | All of the current hour and the previous completed n-1 hours |
| this\_n\_days | All of the current day and the previous completed n-1 days. |
| this\_n\_weeks | All of the current week and the previous completed n-1 weeks. |
| this\_n\_months | All the current month and previous completed n-1 months. |
| this\_n\_years | All the current year and previous completed n-1 years. |

Below are the supported relative timeframes for “previous”:

|  |  |
| --- | --- |
| TIMEFRAME | DESCRIPTION |
| previous\_n\_minutes | Gives a start of n-minutes before the most recent complete minute and an end at the most recent complete minute. (For example: If right now it is 7:15:30pm and I specify “previous\_3\_minutes”, the timeframe would stretch from 7:12pm until 7:15pm.) |
| previous\_n\_hours | Gives a start of n-hours before the most recent complete hour and an end at the most recent complete hour. (For example: If right now it is 7:15pm and I specify “previous\_7\_hours”, the timeframe would stretch from noon until 7:00pm.) |
| previous\_n\_days | Gives a starting point of n-days before the most recent complete day and an end at the most recent complete day. (For example: If right now it is Friday at 9:00am and I specify a timeframe of “previous\_3\_days”, the timeframe would stretch from Tuesday morning at 12:00am until Thursday night at midnight.) |
| previous\_n\_weeks | Gives a start of n-weeks before the most recent complete week and an end at the most recent complete week. (For example: If right now it is Monday, and I specify a timeframe of “previous\_2\_weeks”, the timeframe would stretch from three Sunday mornings ago at 12:00am until the most recent Sunday at 12:00am (yesterday morning).) |
| previous\_n\_months | Gives a start of n-months before the most recent completed month and an end at the most recent completed month. (For example: If right now is the 5th of the month, and I specify a timeframe of “previous\_2\_months”, the timeframe would stretch from the start of two months ago until the end of last month.) |
| previous\_n\_years | Gives a start of n-years before the most recent completed year and an end at the most recent completed year. (For example: If right now is the June 5th, and I specify a timeframe of “previous\_2\_years”, the timeframe would stretch from the start of two years ago until the end of last year.) |

$ curl https://api.keen.io/3.0/projects/PROJECT\_ID/queries/count \

-H "Authorization: READ\_KEY" \

-H 'Content-Type: application/json' \

-d "{

\"event\_collection\": \"COLLECTION\_NAME\",

\"timeframe\": \"this\_7\_days\"

}"

**Interval**

The interval parameter groups results into sub-timeframes spanning a specified length of time.

This type of analysis can help answer questions such as:

How many signups have occurred daily, over the past 21 days?

How much has revenue grown per week since launching a new product?

SUPPORTED INTERVALS

* minutely
* hourly
* daily
* weekly
* monthly
* yearly

CUSTOM INTERVALS:

In addition to the above intervals, the following pattern can be used to create highly specific custom intervals: every\_{n}\_{units}, where {n} can be any whole integer greater than 0 (zero), and {units} can be minutes, hours, days, weeks, months, or years. Here are a few examples:

* every\_30\_minutes
* every\_8\_hours
* every\_3\_days
* every\_2\_weeks
* every\_6\_months
* every\_3\_years

REQUEST

$ curl https://api.keen.io/3.0/projects/PROJECT\_ID/queries/count \

-H "Authorization: READ\_KEY" \

-H 'Content-Type: application/json' \

-d '{

"event\_collection": "user logins",

"timeframe": "previous\_3\_days",

"interval": "daily"

}'